Java Homework 2

1. Command window input and output practicing.

Write an application program that inputs from the user the radius of a circle as an integer and prints the circle’s diameter, circumference and area.

(Please use the command window input and output)

*Diameter =* 2 r

*Circumference=* 2πr

*Area =* π*![](data:image/x-wmf;base64,183GmgAAAAAAACACoAIDCQAAAACSXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAIgAhIAAAAmBg8AGgD/////AAAQAAAAwP///73////gAQAAXQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wLA/QAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTxd8Gk8XcgMPN3pw9mAwQAAAAtAQAACAAAADIKXQIlAAEAAAByeRwAAAD7AuD+AAAAAAAAvAIAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83enD2YDBAAAAC0BAQAEAAAA8AEAAAgAAAAyCh8BQAEBAAAAMnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACIAQICIlN5c3RlbQADpw9mAwAACgAhAIoBAAAAAAAAAAC88xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)*

You may use the predefined const Math.PI for the value of π

Note that the values produced by the circumference and area are floating-point numbers.

2. Write a **Java applet** programs that draws a house, some trees, the moon and etc to form one

landscape.( try your best)

Use the following drawing methods defined in the **Graphics** class.

(You may reference textbook §15.5 ~§15.7 p656~665 I will teach you later, but you may try and use these methods first)

drawLine(x1,y1,x2,y2);

drawRect(x,y,w,h);

drwaRoundRect(x,y,w,h,aw,ah);

drawOval(x,y,w,h);

drawstring(“…”,x,y);

drawPolygon(…);

drawImage(…);

…

The house may be like:

Note: You might want to draw a house that is much more interesting than the one shown here.

3. (a).Please execute, observe and compare the following four cases of the java application programs and write the differences among these four cases (from the syntax and from the result points).

(b). Please convert the (a) java application program into java applet program:

(You may extend this program into any sort algorithm)

//**Case I: SortFrame.java**

import java.awt.\*;

import javax.swing.\*;

import java.awt.Color;

public class SortFrame extends JFrame

{ int numbers[ ] = new int [100];

public SortFrame( )

{super("SortJFrame");

setSize(500,600)

setVisible(true); }

public void paint(Graphics g)

{ int i,j;

super.paint(g);

g.setColor(Color.magenta);

for(j = 0; j < numbers.length; ++j)

numbers[j] = (int)(Math.random()\*101);

for(j = 0; j < numbers.length; ++j)

g.drawLine(10, 20+3\*j, 10 + numbers[j], 20+3\*j);

g.drawString("The original array", 10, 350);

bubblesort();

for(j = 0; j < numbers.length; ++j)

g.drawLine(225, 20+3\*j, 225 + numbers[j], 20+3\*j);

g.drawString("The sorted array", 225,350); }

public void bubblesort()

{ int size = numbers.length;

int x, y, temp;

for(x = 0; x < size – 1; ++x)

{ for( y = 0; y < size – 1 – x; ++y)

if(numbers[y] > numbers[y +1] )

{ temp = numbers[y];

numbers[y] = numbers[y+1];

numbers[y+1] = temp; } }

}

public static void main(String args[ ])

{ SortFrame f1 =new SortFrame( );

f1.setDefaultCloseOperation( JFrame.EXIT\_ON\_CLOSE ); }

}

**//CaseII SortFrame2.java**

import java.awt.\*;

import javax.swing.\*;

import java.awt.Color;

public class SortFrame2 extends JFrame

{ int numbers[ ] = new int [100];

public SortFrame2( )

{super("SortJFrame");

for(int j = 0; j < numbers.length; ++j)

numbers[j] = (int)(Math.random()\*101);

setSize(500,600);

setVisible(true); }

public void paint(Graphics g)

{ int i,j;

super.paint(g);

g.setColor(Color.magenta);

for(j = 0; j < numbers.length; ++j)

g.drawLine(10, 20+3\*j, 10 + numbers[j], 20+3\*j);

g.drawString("The original array", 10, 350);

bubblesort();

for(j = 0; j < numbers.length; ++j)

g.drawLine(225, 20+3\*j, 225 + numbers[j], 20+3\*j);

g.drawString("The sorted array", 225,350); }

public void bubblesort() //this bubble sort routine sorts integers from low to high

{ int size = numbers.length;

int x, y, temp;

for(x = 0; x < size – 1; ++x)

{ for( y = 0; y < size – 1 – x; ++y)

if(numbers[y] > numbers[y +1] )

{ temp = numbers[y];

numbers[y] = numbers[y+1];

numbers[y+1] = temp; } } }

public static void main(String args[ ])

{ SortFrame2 f1 =new SortFrame2( );

f1.setDefaultCloseOperation( JFrame.EXIT\_ON\_CLOSE ); }

}

**//Case III SortPanel101.java**

import java.awt.\*;

import javax.swing.\*;

import java.awt.Color;

public class SortPanel101 extends JPanel

{ int number1[ ] = new int [100];

int number2[ ] = new int [100];

public SortPanel101( )

{

for(int j = 0; j < number1.length; ++j)

{ number1[j] = (int)(Math.random()\*101);

number2[j]=number1[j];}

setSize(500,600);

setVisible(true); }

public void paintComponent(Graphics g)

{ int i,j;

super.paintComponent(g);

g.setColor(Color.magenta);

for(j = 0; j < number1.length; ++j)

g.drawLine(10, 10+3\*j, 10 + number1[j], 10+3\*j);

g.drawString("The original array", 10, 325);

System.out.println(" Original");

bubblesort();

for(j = 0; j < number2.length; ++j)

g.drawLine(225, 10+3\*j, 225 + number2[j], 10+3\*j);

g.drawString("The sorted array", 225,325);

System.out.println(" After sort");

}

public void bubblesort()

{ //we can obtain the size of a Java array like this:

int size = number2.length;

int x, y, temp;

for(x = 0; x < size – 1; ++x)

{ for( y = 0; y < size – 1 – x; ++y)

if(number2[y] > number2[y +1] )

{ temp = number2[y];

number2[y] = number2[y+1];

number2[y+1] = temp; }

}

}

public static void main(String args[ ])

{ SortPanel101 p = new SortPanel101( );

JFrame w = new JFrame();

w.setDefaultCloseOperation( JFrame.EXIT\_ON\_CLOSE );

w.add(p);

w.setSize(500,600);

w.setVisible(true);

}

}

**// Case IV: contains SortPanel.java and DrawSortTest.java--- TWO files**

//File: SortPanel.java

import java.awt.\*;

import javax.swing.\*;

import java.awt.Color;

public class SortPanel extends JPanel

{ int numbers[ ] = new int [100];

public void paintComponent(Graphics g)

{ int i,j;

super.paintComponent(g);

g.setColor(Color.magenta);

for(j = 0; j < numbers.length; ++j)

numbers[j] = (int)(Math.random()\*101);

for(j = 0; j < numbers.length; ++j)

g.drawLine(10, 20+3\*j, 10 + numbers[j], 20+3\*j);

g.drawString("The original array", 10, 350);

System.out.println(" Original");

bubblesort();

for(j = 0; j < numbers.length; ++j)

g.drawLine(225, 20+3\*j, 225 + numbers[j], 20+3\*j);

g.drawString("The sorted array", 225,350);

System.out.println(" After sort");

}

public void bubblesort()

{ int size = numbers.length;

int x, y, temp;

for(x = 0; x < size – 1; ++x)

{ for( y = 0; y < size – 1 – x; ++y)

if(numbers[y] > numbers[y +1] )

{ temp = numbers[y];

numbers[y] = numbers[y+1];

numbers[y+1] = temp; }

} } }

//File DrawSortTest.java

import javax.swing.JFrame;

public class DrawSortTest

{

public static void main(String args[ ])

{ **SortPanel p = new SortPanel( );**

**JFrame w = new JFrame();**

w.setDefaultCloseOperation( JFrame.EXIT\_ON\_CLOSE );

**w.add(p);**

w.setSize(500,600);

w.setVisible(true); }

}

4. **Error Curves**

Josephina is a clever girl and addicted to Machine Learning recently. She pays much attention to a method called Linear Discriminant Analysis, which has many interesting properties.

In order to test the algorithm's efficiency, she collects many datasets. What's more, each data is divided into two parts: training data and test data. She gets the parameters of the model on training data and test the model on test data.

To her surprise, she finds each dataset's test error curve is just a parabolic curve. A parabolic curve corresponds to a quadratic function. In mathematics, a quadratic function is a polynomial function of the form *f(x) = ax2 + bx + c*. The quadratic will degrade to linear function if *a = 0*.

![Quadric Function](data:image/jpeg;base64,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)

It's very easy to calculate the minimal error if there is only one test error curve. However, there are several datasets, which means Josephina will obtain many parabolic curves. Josephina wants to get the tuned parameters that make the best performance on all datasets. So she should take all error curves into account, i.e., she has to deal with many quadric functions and make a new error definition to represent the total error. Now, she focuses on the following new function's minimal which related to multiple quadric functions.

The new function *F(x)* is defined as follow:

*F(x) = max(Si(x))*, *i* = 1...*n*. The domain of *x* is [0, 1000]. *Si(x)* is a quadric function.

Josephina wonders the minimum of *F(x)*. Unfortunately, it's too hard for her to solve this problem. As a super programmer, can you help her?

**Input**

The input contains multiple test cases. The first line is the number of cases *T* (*T* < 100). Each case begins with a number *n*(*n* ≤ 10000). Following *n* lines, each line contains three integers *a* (0 ≤ *a* ≤ 100), *b* (|*b*| ≤ 5000), *c* (|*c*| ≤ 5000), which mean the corresponding coefficients of a quadratic function.

**Output**

For each test case, output the answer in a line. Round to 4 digits after the decimal point.

**Sample Input**

2

1

2 0 0

2

2 0 0

2 -4 2

**Sample Output**

0.0000

0.5000

// Error Curves Using C++ language

// Rujia Liu

#include<stdio.h>

#include<iostream>

#include<algorithm>

using namespace std;

const int maxn = 10000 + 10;

int n, a[maxn], b[maxn], c[maxn];

double F(double x) {

double ans = a[0]\*x\*x+b[0]\*x+c[0];

for(int i = 1; i < n; i++)

ans = max(ans, a[i]\*x\*x+b[i]\*x+c[i]);

return ans;

}

int main() {

int T;

scanf("%d", &T);

while(T--) {

scanf("%d", &n);

for(int i = 0; i < n; i++)

scanf("%d%d%d", &a[i], &b[i], &c[i]);

double L = 0.0, R = 1000.0;

for(int i = 0; i < 100; i++) {

double m1 = L+(R-L)/3;

double m2 = R-(R-L)/3;

if(F(m1)<F(m2)) R = m2; else L = m1;

}

printf("\nThe Max is %.4lf\n", F(L));

}

system("pause");

return 0;

}

Hint:

n=1, F(x) 是一條拋物線, 怎麼求最小值?

注意到 a>=0, 所以可能退化成一直線或者成為開口向上的拋物線. 後者是標準的下凸函數

, 直線也可視為下凸, 所以n=1時 可視為下凸函數求極值 .

n=2 or n>2 圖形仍然是下凸. 下凸函數求極值可以使用三分法(ternary search) 求解.

具體方法如下:

取區間[L,R]的兩個三分點 m1 and m2. 比較F(m1) and F(m2)大小

Ternary Search:

Let a [unimodal](http://en.wikipedia.org/wiki/Unimodal)(單峰函數) function *f*(*x*) on some interval [*l*; *r*]. Take any two points *m1* and *m2* in this segment:

*l* < *m1* < *m2* < *r*. Then there are three possibilities:

* if *f(m1) < f(m2)*, then the required maximum can not be located on the left side - [*l*; *m1*]. It means that the maximum further makes sense to look only in the interval [*m1*;*r*]
* if *f(m1) > f(m2)*, that the situation is similar to the previous, up to symmetry. Now, the required maximum can not be in the right side - [*m2*; *r*], so go to the segment [*l*; *m2*]
* if *f(m1) = f(m2)*, then the search should be conducted in [*m1*; *m2*], but this case can be attributed to any of the previous two (in order to simplify the code). Sooner or later the length of the segment will be a little less than a predetermined constant, and the process can be stopped.

choice points *m1* and *m2*:

* *m1* = *l* + (*r*-*l*)/3
* *m2* = *r* - (*r*-*l*)/3

Note1: Ternary Search不僅適用在凸函數, 還是用在單峰函數[unimodal](http://en.wikipedia.org/wiki/Unimodal" \o "Unimodal)function. 所謂單峰函數就是先嚴格遞增再嚴格遞減(此時存在唯一的最大值)或者先嚴格遞減再嚴格遞增的函數(此時存在唯一的最大值)